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1 Introduction

Electric load forecasting is essential for ensuring the operational security and stability of electrical
power systems. To prevent partial or total blackouts, several constraints must be met at all times: the
balance between consumption and production must be maintained, voltage levels must remain within
acceptable bounds, and transmission and distribution infrastructure, such as lines and transformers,
must not exceed their rated capacities. Historically, system operators have relied on load forecasting
at high levels of aggregation (national or regional) to inform unit commitment, dispatch, and market
clearing, thereby reducing costs and improving operational planning. However, in recent years, the
transition towards low-carbon energy systems, characterized by a growing share of Distributed Energy
Resources (DER) and increased electrification of end-use sectors, has introduced new challenges. These
developments have made forecasting at the local level critical to ensure a safe and reliable operation
of power systems. In Europe, the transition to a low-carbon energy system is guided by the legally
binding objective of net-zero greenhouse-gas emissions by 2050 [1]. Progress toward this goal relies on
several key measures: expanding renewable energy (especially wind [2] and photovoltaics [3]), promot-
ing the adoption of electric vehicles [4], and increasing heat pump deployment [5].

At the local level, changes in both electricity production and consumption are creating additional
complexities for distribution networks. The proliferation of distributed energy resources (DERs), such
as household photovoltaic (PV) systems, is leading to new operational challenges, particularly in volt-
age regulation. For instance, when local PV generation exceeds demand, excessive grid injection can
cause overvoltage, prompting PV inverters to disconnect automatically, leading to a loss of energy [6].
Additionally, evolving consumption patterns, driven by the widespread adoption of electric vehicles
(EVs) and electric heating systems (e.g., heat pumps), are increasing peak loads at the local level.
Simultaneous EV charging within residential areas can exceed the capacity of distribution lines and
transformers, causing potential overloads and voltage drops [7], [8]. Reinforcing Europe’s distribution
infrastructure to accommodate these changes will take years and cost billions [9]. In the meantime, a
faster and more cost-effective alternative lies in optimal EV charging and optimal scheduling of resi-
dential loads, which can enhance self-consumption, reduce peak demand, and improve grid efficiency.
Such scheduling depends on highly accurate local load forecasts, a topic that remains relatively under-
explored in the literature!.

This work focuses on day-ahead load forecasting at the residential level, where accurate predic-
tions are crucial for optimizing demand-side management strategies. Specifically, this report presents
a comparative analysis of state-of-the-art forecasting models for residential day-ahead load prediction
with a low level of aggregation. By evaluating multiple approaches, we aim to identify the most effec-
tive forecasting techniques for enhancing local grid reliability and supporting optimal residential load
scheduling.

The remainder of this document is organized as follows. Section 2 highlights the contributions of
this work to the existing literature. Section 3 introduces the fundamental concepts and main categories
of forecasting methodologies, providing the theoretical background relevant to electric load forecasting.
Section 4 describes the forecasting models selected for comparison and explains their core mechanisms.
Section 5 details the methodology used to ensure a fair and robust evaluation across algorithms. Section
6 presents the experimental results. Finally, Section 7 summarizes the key findings of this comparative
study.

1 As highlighted in Section 2



2 Contributions

In the literature, the majority of publications have traditionally focused on load forecasting at high
levels of aggregation, such as national or regional scales, driven by the needs of system operators.
In recent years, the widespread deployment of smart meters has enabled access to fine-grained con-
sumption data, leading to a growing number of studies targeting load forecasting at the household
level. Despite this progress, forecasting performance at such a granular scale remains limited due to
high variability and uncertainty inherent in individual consumption patterns. In contrast, the number
of studies addressing load forecasting at low levels of aggregation, ranging from a few households to
approximately one hundred, remains relatively limited, particularly for day-ahead forecasting. Yet,
given the rise of decentralized energy resources and the evolving nature of electricity consumption,
local energy optimization is becoming increasingly crucial. It is therefore important to assess the per-
formance of state-of-the-art algorithms at these lower aggregation levels, in order to determine which
methods perform best and to identify the minimum group size for which day-ahead forecasting reliably
supports optimal load scheduling. Recent surveys compare STLF methods at the national scale [10]
and at the single-building scale [11], but very few papers examine day-ahead forecasting for small
groups of households. One review devoted to this niche [12] is limited: it tests only basic models,
omits state-of-the-art methods such as XGBoost, TFT, and N-BEATS, ignores exogenous inputs that
influence demand, and relies on a single, non-public dataset. Hence, despite a rich STLF literature, the
problem of day-ahead load forecasting at low aggregation remains largely unexplored. In this context,
the goal of this work is to evaluate and compare state-of-the-art methods for day-ahead electric load
forecasting for residential consumption at low levels of aggregation. These methods could be partic-
ularly beneficial to optimize self-consumption in local energy communities with local production of
energy. In particular, the contributions of this work are the following:

1. We provide a comparative study of state-of-the-art forecasting methods for day-ahead residential
electricity consumption at low aggregation levels, ranging from 10 to 100 households. Forecasting
studies at this level of aggregation and for this horizon are largely absent from the literature, yet
they are of paramount importance for load scheduling at the energy community and local levels.

2. The selected algorithms include traditional statistical models (SARIMAX, Holt—-Winters), state-
of-the-art machine learning models (XGBoost), industrial modular regression models (Prophet),
and advanced deep learning models (N-BEATS, Temporal Fusion Transformer). The comparison
is therefore not restricted to machine or deep learning methods, nor to simple benchmarks, unlike
many existing studies [13].

3. The comparison is performed on two open-access datasets composed of real smart-meter data,
which is uncommon in the literature [13] and supports the generalization of the findings. Perfor-
mance is evaluated using widely adopted metrics, facilitating the use of our results as a reference
in future publications.

4. The comparison is rigorous, thanks to the use of rolling origin and expanding origin cross-
validation, and consistent tuning of all the models using Bayesian optimization or complete grid
search.

A summary of the work presented in this document has been accepted for presentation at the IEEE
Innovative Smart Grid Technologies (ISGT) 2025 conference and will be published in the conference
proceedings.
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General Concept

Forecasting methods can be categorized based on several criteria, including forecasting time horizon,
forecast step structure, prediction type, and load level. This section provides an overview of these
classifications, emphasizing their significance in different applications.

3.1

Forecasting Time Horizon

The time horizon of a forecast refers to the period between the forecast issuance and the actual
realization of the predicted values. Depending on the application, electric load forecasting is typically
divided into four main categories [14], [15], [16]:

3.2

Very Short-Term Load Forecasting (VSTLF): Predictions made for a few minutes to one hour
ahead. These forecasts are used for real-time grid balancing [17].

Short-Term Load Forecasting (STLF): Forecasts with horizons typically ranging from one hour
to one week. These are widely used for unit commitment, economic dispatch, and day-ahead
market trading [18].

Medium-Term Load Forecasting (MTLF): Forecasts covering a period of one week to a few months
ahead. These forecasts are used for maintenance scheduling, fuel procurement, and mid-term
energy trading [19].

Long-Term Load Forecasting (LTLF): Forecasts extending from several months to multiple years
ahead. These forecasts are used for grid development planning, infrastructure investments, and
policy-making [20].

Forecasting Step Structure

Another important aspect of forecasting models is the number of steps they predict into the future:

3.3

Single-step forecasting: These methods predict one time step ahead (e.g., the next hour or the
next day). By iteratively using predicted values as inputs, they can also be applied to multi-step
forecasting. Single-step forecasts are commonly used in real-time operations where immediate
decisions are required [21].

Multi-step forecasting, also called multi-horizon forecasting: These methods generate forecasts for
multiple time steps ahead (e.g., hourly load for the next 24 hours). This approach is particularly
useful for applications such as day-ahead scheduling [22].

Point and probabilistic forecasting

Forecasts can also be categorized based on whether they provide a single value prediction or account
for uncertainty:

Point forecasting. Point forecasting generates a single-value estimate of future electricity demand.
It has traditionally been the dominant method in load forecasting and remains widely studied in
the literature.

Probabilistic forecasting. Probabilistic forecasting provides a distribution of possible outcomes
with associated probabilities, often in the form of prediction intervals or probability density
functions. As uncertainties in both energy supply and demand continue to rise, probabilistic
forecasting has gained increasing prominence. It offers a more comprehensive representation of
future load, enabling grid operators and market participants to make more informed decisions
under uncertainty [23], [24].



The methodological frameworks of point and probabilistic forecasting differ substantially. Point
forecasting methods are trained to minimize deterministic error functions such as the Mean Squared
Error (MSE), and their evaluation relies on accuracy metrics that compare predicted values to realized
observations, such as the Mean Absolute Percentage Error (MAPE) (see Section 5.4). Probabilistic
forecasting, by contrast, requires models that can capture and represent uncertainty. These models
are optimized with distribution-aware loss functions, such as quantile loss [25], the Continuous Ranked
Probability Score (CRPS) [26], or the negative log-likelihood [27], and are assessed using proper scoring
rules. Such rules evaluate both reliability (also referred to as calibration or coverage, i.e., the alignment
between predicted probabilities and observed frequencies) and sharpness (the concentration of the
predictive distribution) [28]. Thus, the difference in predictive output, a single estimate versus a full
distribution, directly leads to differences in algorithms, training objectives, and evaluation criteria [29].

3.4 Load Level

In electric load forecasting, the load level refers to the degree of aggregation at which electricity de-
mand is predicted. Figure 1, adapted from the review ”"Review of Low Voltage Forecasting: Methods,
Applications, and Recommendations”, by Haben et al [13], provides a simplified representation of an
electrical grid layout.

Low Voltage

Household ~ Household
Household  yith RES  with HEMS

ey B Be

J‘:[l <1kV
Transrl'ormer

Large  Industrial

Large industrial Renewable Energy
customers Sources (RES)

alatg)
B000[H
PRE]

Microgrid m EV Charging  Apartment Small Commercial/

]
1
1
]
1
| Local Area Grid/
1
1 N g s
Infrastruct Build: Industrial Custi
: —ﬁ\é% nirastructure ulding ndustrial AUstomers

Figure 1: Representation of load level of a simplified electrical grid from [13].

At the transmission, system operators forecast electricity demand for large regions or entire coun-
tries to maintain the balance between supply and demand. In Belgium, the transmission system
operator (TSO), Elia, is responsible for ensuring this balance and forecasting the national electricity
demand.

At the opposite end of the spectrum, the Low Voltage (LV) level encompasses electricity con-
sumption by households, buildings, small businesses, and small industries?. In the literature, studies
focus on different levels of aggregation within the LV network, for instance, individual household load
forecasting [30] [31] [32], building load forecasting [33] [34], and transformer load forecasting [35].

2In Belgium, the low-voltage level corresponds to voltages below 1 kV, typically 230 V (single-phase) or 400 V
(three-phase).



4 Implemented models

In this section, the models selected for our comparative study are described in detail, and their core
mechanisms are explained. The forecasting models span several categories: a naive baseline, traditional
statistical models (SARIMA, Holt-Winters), a machine learning model (XGBoost), deep learning
models (N-BEATS and TFT), and a modular regression model (Prophet). These models were chosen
based on their strong performance in short-term load forecasting and their widespread use in recent
literature.

4.1 Naive Forecast model

To compare our models against a simple benchmark, a naive forecast model is defined. It predicts the
next 24 hours (48 half-hourly steps) by repeating the load observed during the preceding 24 hours. This
benchmark is justified by the strong 24-hour periodicity commonly observed in electric load profiles.
This daily pattern is visible in Figures 5 and 6 in Section 5.1. An alternative naive forecast could use
the load observed one week earlier, leveraging weekly periodicity. However, in our experiments, the
naive forecast based on daily seasonality consistently produced better results for both datasets.

4.2 Holt-Winters models

The Holt-Winters model, also known as triple exponential smoothing, was first introduced in 1960 [36]
and remains widely used in many forecasting applications today.

Exponential smoothing is a technique where the next value of a time series is predicted as a
weighted sum of past observations, with exponentially decreasing weights applied to older values.
Mathematically, given a time series y = {ys, y¢+—1,yt—2,..} The next value is predicted by F; + 1 in
equation (1).

Ft+1 = QY + (1 — Oé)Ft (1)

With
Fo=yo (2)

Where « is the smoothing factor (0 < a < 1). Expanding this equation iteratively by substituting
F; into Fi41, it becomes evident that the forecasted value is a weighted sum of all past observations,
with weights decreasing exponentially as observations become older. When « is high, the forecasted
value F;y; depends mostly on the most recent observation y,, while earlier values contribute much
less. When « is close to zero, older values still have a significant influence on the forecast, making the
predictions smoother and less sensitive to recent fluctuations. This basic form of exponential smoothing
is called simple exponential smoothing and works well for data without a trend or seasonality. In 1957,
Holt introduced the double exponential smoothing method [37], which extends simple exponential
smoothing by adding a trend component, and in 1960, Winters introduced the triple exponential
smoothing method by adding a seasonal component [36], leading to what is now known as the Holt-
Winters exponential smoothing model. As shown in Figure 2, seasonality can be either additive or
multiplicative. Accordingly, the Holt—Winters model is available in both additive and multiplicative
forms.
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Figure 2: Additive and multiplicative time series.

Equations (3) to (6) provide the multiplicative form of the HW model, while equations (7) to (10)
give the additive form (from [38]). The forecasted value for h time steps into the future is denoted as
Fyyp. The components L, T, and Sy represent the level, trend, and seasonal components, respectively.
The parameters «, 3, and 7y correspond to the smoothing factor, trend smoothing factor, and seasonal
change smoothing factor, respectively, all constrained within the range [0,1]. The variable s denotes
the number of periods in a season; for instance, in the case of weekly seasonality with an hourly time
step, s = 168.

Yt

Lt = Oésti —+ (1 — Ot)(Lt_l + Tt—l) (3)
Ty =B(Ly — Li—1) + (1 = B) T (4)
Sy = v% + (1 —7)Si—s (5)

t
Fopn = (L + hT3)Si—syn (6)

Ly = a(ys — Si—s) + (1 — a)(Li—1 + Ti—1) (7)
Ty =pB(Lt — Li—1) + (1 = B)T; 1 (8)
Sy =9yt — Lt) + (1 —7)Si—s (9)
Foyn =L + W+ S gyn (10)

Despite its age, the Holt-Winters model is still used in forecasting applications, including electric
load forecasting, in the literature [39].

In our comparative study, the Holt—Winters model is implemented in Python using the statsmodels
library3.

4.3 ARMA models

ARMA stands for auto-regressive moving average. It is a statistical model used to analyze and forecast
stationary time series, and was popularized and formally introduced by Box and Jenkins in 1970 [40].
An ARMA model consists of two components: an autoregressive (AR) part and a moving average

Shttps://www.statsmodels.org/dev/generated/statsmodels.tsa.holtwinters.ExponentialSmoothing.html
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(MA) part. In an AR process, the current value of a time series is expressed as a linear combination
of its past values, along with a stochastic error term. Mathematically?, given a stationary time series
Yy ={Yt—1,Yt—2, Yt—3, - . -}, the present value, y;, in an AR process is defined by equation (11).

P

Yt :C+Zﬂiyt—i+€t (11)
i=1

In (11), p is the AR order of the model, 8; are the coefficients, ¢ is a constant, and ¢; is the error

term. In a moving average (MA) process, the current value of a time series is expressed as a linear

combination of past error terms, the mean of the series, and an error term. Mathematically, given a

stationary time series y = {y+—1,Yt—2,Yt—3, ...}, the present value, y;, in a MA process is defined by

equation (12).

q
ye=p+ Y e ite (12)
i=1
In (12), g is the MA order of the model, ; are the coefficients, y is the mean, and € is the error term.
The ARMA model of order (p, q) is given by equation (13).

p q
yt=c+ Z Biye—i + Z Oier—i + € (13)

i=1 =1

The parameters of an ARMA model, 3, 6, and ¢, are typically estimated using maximum likelihood
methods. The residual at time step t is defined as the difference between the predicted and actual
values of the time series: €; = Fy — y¢. The predicted value at time ¢ is given by equation (14).

p q
Fo=c+) Bigri+ Y bOicr (14)
i=1 i=1

If a time series is not stationary®, ARMA models can be extended to ARIMA models, where the ”I”
stands for Integrated. In an ARIMA model, the time series is differenced to eliminate non-stationarity
before fitting the ARMA structure. An ARIMA (p, d, q) model applies d levels of differencing to achieve
stationarity, after which an ARMA(p, ¢) model is used for forecasting.

While ARIMA models are effective for forecasting non-stationary time series, they do not explicitly
account for seasonal patterns. To handle seasonality, ARIMA is extended to the Seasonal ARIMA
(SARIMA) model, which incorporates an additional seasonal component. A SARIMA(p,d,q) X
(P,D,Q)s model includes seasonal auto-regressive, differencing, and moving average terms of order
(P,D,Q), with s representing the number of periods in a season. By applying seasonal differencing
and seasonal ARMA terms, SARIMA effectively models time series with recurring patterns. The
SARIMA model is descibed in equation (15) where B is the back-shift operator, ¢,(B) and 0,(B) are
non-seasonal AR and MA polynomials of orders p and ¢, and ®p(B*) and ©g(B*) are their seasonal
counterparts of orders P and Q.

®p(B°)¢p(B)(1 = B*)P (1~ B)'y: = ©q(B*)0,(B)e: (15)

To incorporate exogenous variables, the model is extended to SARIMAX (SARIMA with exogenous
regressors). A SARIMAX (p,d,q) x (P, D,Q)s model includes all the components of SARIMA while
also allowing for the inclusion of external predictor variables that may influence the time series. The

4The mathematical developments in this section are mostly inspired by [41].

5A time series is considered stationary if its statistical properties do not change over time. In practice, weak sta-
tionarity is sufficient for ARMA models, meaning that the mean and variance remain constant, and the autocovariance
depends only on the lag, not on the specific time.



SARIMAX model extends SARIMA by incorporating a linear combination of exogenous variables, al-
lowing external factors to influence the predictions as described in equation (16). Where X} represents
the exogenous variable at time ¢, and ~; are the corresponding coefficients.

SARIMAX (p,d,q) x (P, D,Q)s = SARIM A(p,d,q) x (P,D,Q)s + > _ %X} (16)
1=1

To select the orders (p, q, P,@) of a SARIMA model, information criteria such as the Akaike In-
formation Criterion (AIC) or the Bayesian Information Criterion (BIC) are commonly used. The AIC
provides an estimate of the relative quality of statistical models fitted to the same dataset. It balances
model fit (how well the model explains the data) against model complexity (the number of estimated
parameters). The AIC is defined with equation (17).

AIC = 2k — 2log(L), (17)

where k is the number of estimated parameters in the model and log(f/) is the maximized log-
likelihood. The log-likelihood measures how likely it is to observe the data under the assumed model.
The term 2k penalizes more complex models and is defined by equation (18).

2k =2(p+q+ P+ Q + 1 (if an intercept is included) + 1 (for the error variance)). (18)

In practice, AIC values are computed for a set of candidate SARIMA models with different orders
(p,q, P,Q). The model with the lowest AIC is typically selected. The BIC is another widely used
criterion, defined similarly to AIC but with a stronger penalty for the number of parameters. In this
study, we use the AIC to select the best model because it tends to allow for slightly more complex
models, which is desirable in forecasting applications.

ARIMA is still used for forecasting of electric load in recent literature, often as a benchmark [42],
[43], [44].

In our comparative study, the SARIMAX model is implemented in Python using the statsmodels
library®.

4.4 Prophet

Prophet is an open-source forecasting model developed by Meta and released in 2017 [45]. The objec-
tive of Meta was to provide a forecasting tool tailored for business applications with two main char-
acteristics: (i) accessibility and configurability, enabling a wide range of users (including non-experts
in forecasting) to incorporate their domain knowledge into the analysis, and (ii) strong performance
across a diverse set of forecasting problems. Prophet offers several other advantages, including fast
model fitting, robustness to outliers and missing values, and the ability to handle time series with ir-
regularly spaced observations. Prophet is a modular additive regression model formulated in equation
(19), comprising three main components: trend g, seasonality s;, and holiday effects h;. €; is the error
at time step t.7
Ye =gt + 8¢+ hi + & (19)
In equation (19), the seasonality is modeled as an additive component, but multiplicative season-

ality is also possible with this model.

The trend component or growth component g; is either modeled by a saturating growth model
or a piecewise linear model. A linear and a basic logistic growth model are respectively described

Shttps://www.statsmodels.org/dev/generated/statsmodels.tsa.statespace.sarimax.SARIMAX.html
"Mathematical development in this section are from the original paper [45].
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by equations (20) and (21), where C is the carrying capacity, k the growth rate, and m the offset.

Nevertheless, in Prophet, the carrying capacity C and the growth rate k are not constant; the capacity

is replaced by a time-varying capacity Cy and the growth rate is allowed to change by explicitly defining

changepoints in the time series.

B C

1+ exp(—k(t —m))
Prophet allows for the modeling of multiple seasonalities, such as weekly and yearly patterns. Sea-

sonality is represented using a standard Fourier series, equation (22), where P denotes the periodicity

(e.g., P =7 for daily data with weekly seasonality), and a,, and b,, are the Fourier coefficients.

=3 (oo (22 i (229)) -

n=1

gt (21)

Prophet allows users to add a list of past and future holidays. The effect of each holiday is considered
independent and is modeled as a regressor.

Finally, in Prophet, fitting is done with L-BFGS, a gradient-based optimization algorithm used to
efficiently find the maximum a posteriori estimate of model parameters by balancing data likelihood
and prior information. Prophet is used for electric load forecasting in recent literature as illustrated
in [46], [47].

In our comparative study, the prophet model is implemented in Python using the Prophet library®.

4.5 XGBoost

Extreme Gradient Boosting (XGBoost) is an efficient and scalable implementation of the gradient
boosting algorithm, introduced by Chen and Guestrin in 2016 [48]. XGBoost enhances the classical
gradient boosting framework through several key improvements, including: a second-order Taylor
expansion to approximate the loss function for faster and more accurate optimization; a regularized
objective function to reduce overfitting; a sparsity-aware learning algorithm to effectively handle sparse
inputs and missing values; and parallelized tree construction to accelerate model training. Gradient
boosting is an ensemble learning technique that builds a strong predictive model by sequentially adding
weak learners. In the case of XGBoost, the weak learner is a Classification And Regression Tree
(CART). At each iteration, a new tree is trained to minimize the residual errors of the ensemble
of previously built trees. Mathematically, given a data set D = {(z;,y;)}"; with m features, the
prediction of the XGBoost model is defined with equation (23), where F is the space of regression
trees (CART), and K is the number of trees.

K
yAi:ka(mi)afk eF (23)
=1

The model is trained by minimizing a regularized objective function, given by equation (24). In this
equation (24), I(y;, ¥;) is a convex loss function (e.g., mean squared error) and (f) is a regularization
term that penalizes model complexity. This regularization term is given by equation (25), where T
is the number of leaves in the tree, w represents the leaf weights, and v and A\ are regularization
parameters.

Obj =3 _UysrGis) + D HUfi) (24)

Shttps://facebook.github.io/prophet/
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Q) = AT+ 5\ (25)

At each iteration, the structure and parameters of the ¢ — th tree are learned by minimizing the
objective function at step ¢, where a second-order Taylor expansion of the loss function is employed to
accelerate the optimization process, as shown in equation (26).

Obj ") ~ Z[gift<il!i) + %hiff(wi)] +Q(f) (26)

i=1

In equation (26), g; and h; are the first and second derivatives, respectively, given by equations (27)
and (28).

A(y;, 9 ")

gi = a:g(t_l) (27)
21(v; A(t—l)
py = LWl ) 6(12/’;511) ) (28)
Yi

The complete mathematical derivation and algorithmic details are provided in the original work by
Chen and Guestrin [48]. In recent years, XGBoost has been successfully applied across various electric
load forecasting problems [49], [50], [51], [52].

In our comparative study, the XGBoost model is implemented in Python using the XGBoost li-
brary”.

4.6 N-BEATS

N-BEATS (Neural Basis Expansion Analysis for Time Series Forecasting), introduced by Oreshkin
et al. in 2020 [53], is a deep learning architecture specifically developed for univariate time series
forecasting. The N-BEATS architecture is characterized by a hierarchical, doubly residual topology
illustrated in Figure 3 from [53]. The global forecast is the aggregation of the partial forecasts of each
stack. The partial forecast of each stack is itself the aggregation of the partial forecasts of each block.
The basic building blocks are composed of fully connected layers with Relu activation function and fully
connected layers with linear activation function. This architecture allows a hierarchical decomposition
of the forecast and a better gradient backpropagation during training, according to the authors. The
N-BEATS architecture can be either generic or interpretable. The generic N-BEATS achieved state-
of-the-art performance on multiple benchmark datasets, highlighting the capability of deep learning
models to operate in a fully data-driven manner without relying on traditional statistical approaches,
handcrafted features, or domain expertise. The interpretable architecture allows interpretability of the
deep learning models, a quality missing in classical DL implementation.

Imttps://xgboost.readthedocs.io/en/stable/index.html
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Figure 3: N-BEATS architecture from [53].

Considering the [ —th block within the s —th stack of the N-BEATS architecture, the block receives
a single vector as input «; and produces two outputs: the backcast &; and the forecast ¢;. The input x;
is computed as the residual of the previous block’s input and its backcast, given by &; = ;1 — &;_1.
The output y; represents the block’s forecast contribution to the final prediction, while z; is the
block’s best approximation, or backcast, of the input signal x;. The internal operation of each block
is governed by a series of fully connected layers, as defined in equation (29). First, the input x; passes
through a sequence of n ReLU-activated layers to generate a latent representation h;,. From this
latent vector, two separate parameter vectors, 9? and Hlf , are produced via linear projections. These
parameters are then used to compute the backcast and forecast by applying them to predefined basis
functions.

hi1 = ReLUW 121 + by 1) (29a)
hio = ReLU(W2h;1 + b ) (29b)
h;, = ReLUW,h;pn_1+byy) (29c¢)
60 = LINEAR(W,h;.,,) (29d)
0/ = LINEAR(W ;h,;.,) (29¢)

In the generic version of the N-BEATS architecture, the basis functions ¢; = glf (0{ )and 2, = g% (60})
are implemented as fully connected (dense) layers with bias terms and a linear activation function.
This configuration allows the model to learn arbitrary mappings from the latent parameters to the
forecast and backcast outputs, offering maximum flexibility but limited interpretability. In contrast,
the interpretable variant of N-BEATS is structured into two stacks: a trend stack followed by a sea-
sonality stack. In the trend stack, the functions glf and glb are constrained to be a polynomial of small
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degree, in order to force @fr to capture the trend. In the seasonality stack glf and gf’ are constrained

~ Seas

to be a periodic function to force ¥; to capture seasonal patterns.

The N-BEATS algorithm has been applied in recent literature, demonstrating state-of-the-art per-
formance in electric load forecasting [54], [55], [10], [56].

In our comparative study, the N-BEATS model is implemented in Python using an open-source
implementation'® [57], which we slightly modified to have more freedom on the number of layers per
stack.

4.7 Temporal Fusion Transformer

Temporal Fusion Transformer (TFT), introduced by Bryan Lim et al. in 2021 [58], is an attention-
based deep learning architecture designed for interpretable multi-horizon time series forecasting. TFT
is capable of handling heterogeneous input types, including static covariates, known future inputs, and
observed historical variables. The overall architecture of TFT is illustrated in Figure 4, and comprises
five core components:

e Variable Selection Mechanism: variable selection networks allow the model to select relevant
inputs at each time step and remove unnecessary inputs that can negatively impact performance.

e Gating Mechanism: gated residual networks allow the model to skip unnecessary parts of the
network, improving performance by applying non-linear processing only when needed.

e Static Covariate Encoder: static features are used to condition and modulate the temporal
dynamics throughout the model.

e Sequence Encoding: a sequence-to-sequence layer based on LSTM encoders and decoders allows
the model to learn local dependencies from past observed inputs and known future inputs.

e Temporal Self-Attention: a multi-head attention block allows the model to learn long-term rela-
tionships. This multi-head attention block was modified to be interpretable.

1O0https://github.com/philipperemy/n-beats
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Figure 4: TFT architecture from [58].

The TFT prediction of the target value at time ¢+ 7, denoted g;,, can be represented by equation
(30).

:gt—‘rT = f(7'7 Yt—k:ty Zt—k:ty Tt—k:it+71) 5) (30)

In this equation (26), 7 is the forecast horizon, with 7 € {0,..., Tmax }, With Tiax being the max-
imum forecasting horizon, y; denotes past values of the target variable, and z; represents observed
inputs that are only available up to the current time step. For example, z; could correspond to the
measured temperature or the actual load in another region in the context of electric load forecasting.
The parameter k refers to the size of the finite look-back window. x; includes known future inputs,
such as the day of the week or holiday indicators. The variable s represents static covariates, which
may include consumer type, geographical location, or other time-invariant characteristics. The Tem-
poral Fusion Transformer can generate both point forecasts and prediction intervals. Before training,
the user can configure the model to predict multiple quantiles (e.g., 10th, 50th, and 90th) at each time
step, as illustrated in Figure 4. The quantile forecasts are obtained through a linear transformation of
the temporal fusion decoder’s output. In this study, the model is configured for point forecasting. A
complete description of the architecture is available in the original paper [58].

The TFT model has been applied in very recent literature, demonstrating state-of-the-art perfor-
mance in electric load forecasting [59], [60], [61], [62], [63].

In our comparative study, the TFT model is implemented in Python using Pytorch Lightning library
11

Unttps://pytorch-forecasting.readthedocs.io/en/v1.0.0/api/pytorch_forecasting.models.temporal_fusion_
transformer.TemporalFusionTransformer.html
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5 Methodology for models comparison

As explained in the objectives, the aim of this study is to compare state-of-the-art forecasting methods
in the specific context of day-ahead electric load forecasting for residential loads at a low level of
aggregation. To ensure a rigorous and fair comparison between algorithms, the evaluation methodology
was designed based on the following principles:

e The algorithms are tested on data from open-access datasets to facilitate reproducibility and
comparison with both existing and future research.

e All algorithms are evaluated on the same portion of the same datasets, as algorithm performance
can vary not only across different datasets but also across different time periods within the same
dataset.

e A cross-validation approach is employed. The goal of cross-validation is to assess the general-
ization performance of each algorithm on unseen data and to mitigate selection bias. Selection
bias occurs when the performance of the model on the test set does not accurately reflect its
performance on truly independent data. Multiple training and testing runs are particularly im-
portant for machine learning models, where random weight initialization can influence the final
performance. The details of our cross-validation methodology are presented in Section 5.3.

e The algorithms are evaluated on two datasets, as their performance may vary between datasets
with different characteristics.

e All algorithms are tuned using the same methodology, with minimal manual intervention to
reduce user bias. The performance of an algorithm is highly dependent on its hyperparameters.
Therefore, it is essential to avoid unfair comparisons between a model that has been thoroughly
fine-tuned by an expert and one that has been only minimally adjusted. Unfortunately, this
aspect is often overlooked or insufficiently reported in the literature. Our hyperparameter tuning
strategy is detailed in Section 5.2.

e The algorithms are compared using multiple performance metrics commonly used in the litera-
ture, to provide a comprehensive evaluation across different aspects of forecasting accuracy.

The evaluation process consists of three main steps: first, dataset selection and preprocessing; second,
hyperparameter tuning using a standardized methodology; and third, performance comparison using
cross-validation.

5.1 Dataset pre-processing and feature selection

To create the data necessary for training and testing the algorithms, two open-access datasets were
selected. These datasets contain real-world measurements from smart meters or digital meters at
half-hourly intervals.

5.1.1 Low Carbon London project dataset

The first dataset is the Low Carbon London project dataset, which includes measurements from a
representative sample of 5,567 households in London'?. These readings were collected during a project
led by UK Power Networks between November 2011 and February 2014. From this pool of households,
100 were selected to create a new aggregated dataset. The selection was based on the following criteria:

12The Dataset is available here: https://data.london.gov.uk/dataset/smartmeter-energy-use-data-in-london-
households
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e The readings must cover at least two years, specifically between January 1, 2012, and January
1, 201413,

e The readings must be from customers on a standard tariff, excluding those on dynamic time-of-
use tariffs.

e The readings must not contain data gaps longer than four periods (i.e., two hours).

Among the few hundred households that met these criteria, 100 were randomly selected to create
the aggregated dataset. Prior to aggregation, any missing values corresponding to data gaps shorter
than two hours were imputed using linear interpolation. The total aggregated consumption was then
obtained by summing the individual household consumption time series. The datasets with 50, 25,
and 10 households are created similarly by randomly selecting households from the 100.

Four weeks at the start of the aggregated dataset from 100 households are presented in Figure 5.
On most days, a typical residential load profile can be observed, characterized by a prominent evening
peak (corresponding to the time when residents return home and begin cooking), a smaller morning
peak, and lower consumption during the night and midday periods'¢. The data displayed spans from
Monday, January 6, to Sunday, February 2, 2012.
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Figure 5: Power of 100 aggregated households of the London low carbon project.

13This period was selected because it represents the longest interval during which slightly more than 100 readings
satisfying the other criteria overlap in time.

14 A distinct consumption peak around midnight can also be observed in this dataset. This peak is likely attributable to
the use of electric storage heaters during off-peak night tariffs, which, in London at the time of data collection, typically
applied on weekdays from around midnight to 7 a.m., depending on the local network operator [64], [65], [66].
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Various predictors or features can be used as inputs to forecasting algorithms for predicting future
electric load. The most commonly used features in the literature include historical consumption data
(i.e., lagged load values), calendar-related variables (such as day of the week, hour of the day, weekday
or weekend, and public holidays), and meteorological variables (such as temperature, humidity, wind
speed, and solar irradiation) [67], [68], [14], [13]. Calendar information is typically easy to derive
for any dataset, provided the region of measurement is known. In contrast, meteorological data can
be more difficult to obtain. For the Low Carbon London project, relevant meteorological data are
available through an open-access Kaggle repository!®. These data include maximum and minimum
temperatures, dew point, wind speed, apparent temperature, cloud cover, and other variables. For our
implementation, only the apparent temperature was selected as a meteorological input. Temperature
is the most widely used meteorological predictor in electric load forecasting [68], [13]. In the case of
the Low Carbon London dataset, apparent temperature also exhibited the highest Pearson correlation
coefficient with the aggregated electric load. This may be because apparent temperature encapsulates
both temperature and humidity information, making it a more comprehensive indicator of thermal
comfort and energy usage.

For a realistic evaluation of algorithm performance in practical applications, forecast rather than ob-
served temperature values should ideally serve as model inputs. However, obtaining historical weather
forecasts aligned with the required prediction horizon is extremely challenging. Today, day-ahead tem-
perature forecasts at ground level are nevertheless highly accurate, with reported root mean square
errors typically between 1 and 3 K [69]. Furthermore, Haben et al. [70] showed that, for a region
and period comparable to the London dataset, the effect of temperature on forecasting accuracy at
low aggregation levels is relatively limited.!® Taken together, these results suggest that the difference
in forecasting performance between using actual and predicted temperature values is expected to be
small and unlikely to affect the conclusions of this study.

The previous values of the load are referred to as endogenous inputs. Depending on the algorithm,
these endogenous inputs can take different forms. For algorithms that accept fixed-length time series
as input, such as N-BEATS or TFT, the endogenous inputs consist of the load values from the previous
seven days. In contrast, models such as XGBoost rely only on specific lagged values, typically the load
24 hours and 7 days earlier. Algorithms like SARIMA and Holt-Winters use selected values from the
previous 7 days. Prophet also accepts time series as input, but unlike the others, it does not require a
fixed input length, and the time intervals between data points can vary. Exogenous features (features
that are not previous load values) selected for each algorithm include: hour of the day, day of the week,
day of the year, and apparent temperature. The N-BEATS model is the only to not accept exogenous
features.

5.1.2 Smart-Grid Smart-City Customer Trial Data (SGSC)

The second dataset is the Smart-Grid Smart-City Customer Trial Data (SGSC), which includes mea-
surements from more than 70 thousands households in Australia !7. These readings were collected
during the Smart Grid Smart City project between 2010 and 2014. From this pool of households, 100
were selected to create a new aggregated dataset. The selection was based on the following criteria:

e The readings must span at least 17 months, specifically from May 15, 2012, to December 5,
2013.18

15Meteorological data for the Low Carbon London project dataset: https://www.kaggle.com/datasets/jeanmidev/
smart-meters-in-london

16Haben et al. examined the impact of temperature on low-level load forecasting using measurements collected between
2014 and 2015 in Bracknell, a town located less than 50 km west of London. This finding may not generalize to other
regions, particularly in countries where residential heating and cooling are predominantly electricity-based.

17The Dataset is available here: https://www.data.gov.au/data/dataset/smart-grid-smart-city-customer-trial-
data

18This period was selected because it represents the longest interval during which more than 100 readings satisfying
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Readings must be from customers in the control group, excluding those with non-standard tariffs
such as dynamic peak pricing, seasonal time-of-use pricing, or those using feedback technologies.

The readings must not contain data gaps longer than four periods (i.e., two hours).

All customers must be located within the same climate zone (Warm temperate).

e Customers must not have photovoltaic panels or controllable appliances.

Among the few hundred households that met these criteria, 100 were randomly selected to create
the aggregated dataset, similarly to the London dataset. Four weeks at the start of the aggregated
dataset from 100 households are presented in Figure 6. The data displayed spans from Monday, May
21, to Sunday, June 17, 2012. For this dataset, a typical residential load profile can also be identified,
characterized by a high evening peak, a smaller morning peak, and reduced consumption during the
night and midday periods. This dataset does not contain meteorological data. The rest of the features
are the same as for the London dataset.
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Figure 6: Power of 100 aggregated households of the SGSC project (Australia).

5.1.3 Dataset relevance

The two datasets used in this study, the London Low Carbon project dataset (2011-2014) and the
Smart Grid Smart City dataset (2010-2014), are both relatively old. It is therefore important to assess
their relevance in the context of our comparative study. As stated in the introduction, the aim of this

the other criteria overlap in time.
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work is to evaluate multiple forecasting approaches and algorithms in order to identify those most
effective for supporting residential load scheduling.

Residential load scheduling refers to the optimization of household appliance operation with objec-
tives such as minimizing user energy costs, maximizing self-consumption, or enhancing grid efficiency.
This is typically implemented through a Home Energy Management System (HEMS)[71]. For example,
a HEMS may be tasked with scheduling controllable appliances such as an electric vehicle, a battery,
and a heat pump in a household equipped with rooftop photovoltaic (PV) panels. The objective may
be to reduce electricity costs while simultaneously alleviating stress on the distribution grid. The op-
timization is commonly performed on a rolling horizon basis: every hour, the schedule for the next 24
hours is updated using the most recent information. Inputs to the optimization include user preferences
and constraints, the future price of electricity, forecasts of PV generation, and forecasts of the non-
controllable (or “basic”) household load. This non-controllable load refers to the total consumption
of appliances outside HEMS control, such as lighting, kitchen appliances, and entertainment devices.
Accurate forecasts of this non-controllable load are therefore essential to enable optimal scheduling
that limits stress events in the distribution grid, such as peak demand or PV system disconnection
caused by over-injection.

In this context, the selected datasets remain relevant despite their age. Unlike many more recent
datasets, they do not include controllable loads such as electric vehicles, heat pumps, or batteries.
Moreover, the households selected for this study do not feature rooftop PV systems, which could oth-
erwise modify the load profile of non-controllable appliances. These characteristics make the datasets
well-suited for evaluating forecasting methods at the residential level.

5.2 Hyperparameter tuning

Hyperparameter tuning is the process of selecting the optimal values for the hyperparameters of a
machine learning algorithm. When this process is approached systematically using optimization tech-
niques to minimize a predefined cost function, it is often referred to as hyperparameter optimization
(HPO). A well-chosen set of hyperparameters can significantly influence the model’s performance. For
instance, for a neural network, typical hyperparameters include the number of layers and neurons, the
learning rate, the regularization strength, and others. Hyperparameters define either the structure of
the model or the process used to train it. They are distinct from model parameters such as weights
and biases, which are learned during training. For statistical models like SARIMA, hyperparameters
include, for example, the orders P and Q of the autoregressive and moving average components. In
Holt-Winters models, hyperparameters include, for example, the presence and type (additive or mul-
tiplicative) of trend and seasonality. Hyperparameters often interact in complex ways, meaning they
must be optimized jointly to achieve the best performance. Several strategies exist for hyperparameter
tuning, including manual tuning, grid search, random search, and Bayesian optimization. Manual
tuning is the most straightforward yet time-consuming approach. It involves adjusting hyperparame-
ters based on experience, intuition, or trial-and-error, and observing the resulting model performance.
While this method requires minimal computational resources, it is often impractical for large models or
when the number of hyperparameters is high. However, it can be effective in early prototyping or when
domain expertise guides the tuning process. Grid Search involves defining a discrete set of values for
each hyperparameter and evaluating the model for every possible combination. While exhaustive, this
method is computationally expensive, particularly when the search space is large or the training time
is high. Additionally, it may miss optimal regions if the grid is too coarse. Random search, introduced
by Bergstra and Bengio in 2012 [72], involves sampling random combinations of hyperparameters from
defined distributions. After a fixed number of trials, the best-performing configuration is selected. The
authors demonstrated that random search can outperform grid search in terms of finding better mod-
els with fewer evaluations. However, it may also miss optimal regions. Bayesian optimization gained
significant attention for hyperparameter tuning in machine learning following the work of Snoek et al.
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[73], but the mathematical foundation of Bayesian optimization dates back several decades. Bayesian
optimization is an HPO techniques that can efficiently identifies high-performing hyperparameters and
often outperforms traditional methods such as grid search and random search [74], [75], especially when
the number of evaluations is limited. Therefore, we adopt Bayesian optimization to automatically tune
the hyperparameters of all models in this study, with the exception of SARIMA and Holt-Winters.
Given their relatively small and interpretable parameter spaces, we instead employ an exhaustive grid
search to evaluate all possible parameter combinations and select the optimal configuration.

The goal of hyperparameter optimization is to identify the configuration &* that yields the best
performance, such as the lowest mean squared error in a regression task or the highest accuracy in a
classification task. Hyperparameter optimization is thus an optimization problem where the goal is
to minimize (or maximize) an objective function f as in equation (31), where the search space A is
defined by the possible values of all the tunable hyperparameters. Typically for machine learning, the
function f is a black-box function that has no simple closed form, is expensive to evaluate, and can be
evaluated at any point in the search space.

¥ = argmin f(x) (31)
xcA

The general principle of Bayesian optimization (BO) is as follows: a prior distribution is first placed
over the unknown objective function f. After each new observation, this prior is updated using Bayes’
theorem to form a posterior distribution, which serves as the probabilistic surrogate model. Each iter-
ation begins by selecting the next sample point x,,1, chosen by maximizing an acquisition function.
The objective function is then evaluated at this point, and the surrogate model is updated with the
new data. The acquisition function guides the search by balancing exploration and exploitation: explo-
ration favors sampling in regions where the surrogate model has high uncertainty, while exploitation
focuses on areas near previously observed high-performing samples. This trade-off enables the efficient
optimization of expensive black-box functions. The pseudocode for Bayesian optimization is provided
in algorithm (1), inspired by [76] and [77].

Algorithm 1 Simple pseudo-code for Bayesian Optimization

Inputs: objective f, search space A, acquisition function o, budget ny
Place a prior over f (e.g., GP prior)
Select ng points x;;°; C A and evaluate y;, = f(x;)
Set D,, = {(xs, ¥;) 112y, n < no
Model update: compute the posterior (surrogate) given D,
while n < n; do
Acquisition step:

Tpi1 € argmax a(x; Dy,)
xrEA
: Evaluation: obtain y,, ., = f(xn41)

9: Augment data: D, < D, U{(Zn41,Yni1)}
10: Model update: compute the posterior (surrogate) given D,, 1
11: n<—n+1
12: end while
13: Return: z* = argmin g, 4,)ep, Y; (best observed point)

In this work, we use the Tree-structured Parzen Estimator (TPE), a Bayesian optimization method,
to optimize hyperparameters [78]. TPE has gained widespread adoption and has recently demonstrated
outstanding performance in various applications [79], [80], [81], [82]. In particular, to implement our
methodology, we use the optimization software Optuna in python [83], implementing TPE.
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Annex A presents the ranges of the hyperparameters tuned during optimization for each forecasting
method, as well as some important fixed hyperparameters.

5.3 Models comparison with cross-validation

Cross-validation is a fundamental technique for evaluating the generalization performance of machine
learning models in a statistically robust manner. It is particularly critical when proposing new models
or comparing multiple alternatives, as it mitigates the risk of overfitting to a particular train-test split.
By averaging performance over multiple folds, cross-validation reduces the variance associated with
any single partition of the data and provides a more reliable estimate of how the model is expected to
perform on unseen, real-world data. Cross-validation is also widely used for hyperparameter tuning,
as it allows the selection of hyperparameters that yield consistently good performance across different
data subsets, thereby enhancing model robustness.

In k-fold cross-validation, the dataset is partitioned into k equal-sized subsets, or "folds.” The
model is iteratively trained on k — 1 folds and tested on the remaining fold. This process is repeated
k times, with each fold serving as the testing set once. The final performance metric is computed as
the average across all k iterations (or splits). This process is illustrated in Figure 7.

Fold1 Fold2 Fold3 Fold4  Fold5
Split 1 [T (R (R (R
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split 5 (NN D N R

I Training Data P Test Data

Figure 7: 5-folds cross-validation.

However, standard k-fold cross-validation, which relies on randomly splitting the data, is not suit-
able for time series forecasting tasks. This is due to the temporal dependency structure inherent in
time series data, where future observations cannot be used to predict past events. Instead, time series
forecasting requires a variant known as rolling origin evaluation [84], [85]. In time series analysis, the
forecasting origin refers to the point from which forecasts are generated. In rolling origin evaluation,
a moving-window approach is employed: the training set (or in-sample set) has a fixed size and shifts
forward in time with each iteration. The test set (or hold-out set) consists of the subsequent time steps
following each training window. If the training set does not maintain a fixed size but instead grows
over time, the method is referred to as expanding origin evaluation. In this approach, the training set
starts with an initial window and is incrementally extended forward in time at each iteration. As with
rolling origin, the test set always comprises the time steps immediately following the training set. For
clarity, we refer to these methods as rolling or expanding origin cross-validation with k iterations or
splits. Rolling and expanding origin strategies are illustrated in Figure 8.
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Figure 8: Expanding vs rolling origin evaluation.

In our experiments, we employ either a rolling origin or an expanding origin cross-validation strat-
egy, depending on the characteristics of the forecasting algorithm. For models such as XGBoost,
Prophet, N-BEATS, and TFT, we adopt an expanding origin approach. This choice is motivated by
their ability to maintain or improve performance as the size of the training set increases. In contrast,
for models like Holt-Winters and SARIMAX, we use a rolling origin approach. These models have a
limited number of parameters and are more sensitive to the inclusion of outdated or irrelevant data.
As the training set grows too large, their performance may degrade due to the inability to adapt to
recent trends or seasonal variations. Consequently, for Holt-Winters and SARIMAX, we perform a
search to identify an optimal training window size, which is then fixed for subsequent evaluations.

For several of our models, XGBoost, N-BEATS, and TFT, in addition to the conventional split
between training and testing data, a separate validation set is required. In machine learning, the
validation set plays a crucial role in monitoring model performance during training, enabling early
stopping to prevent overfitting. As with the test set, in time-series forecasting, the validation set must
be temporally located after the training set to preserve the causality and temporal order of the data.
The division of the dataset into training, validation, and testing subsets is illustrated in Figure 9.
More generally, the validation set can be considered a subset of the training data, used exclusively for
model tuning and performance monitoring during training.
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Figure 9: Training, validation, and test sets for 5 iterations expanding origin cross-validation.
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In our methodology, we perform cross-validation in two distinct stages: first, for hyperparameter
tuning, and second, for final model evaluation and comparison. To ensure the integrity of the eval-
uation and to prevent data leakage, the dataset is partitioned carefully, as illustrated in Figure 10.
Initially, the full dataset is divided into two subsets: a hyperparameter tuning set and an evaluation
set. The hyperparameter tuning set is then used in the first cross-validation loop, dedicated to op-
timizing model parameters. In the second stage, designed to assess the generalization ability of the
models, a separate cross-validation is conducted using all available data. A crucial constraint is that
the test sets in this phase must come from the evaluation set and exclude any data points from the
hyperparameter tuning set, thereby ensuring an unbiased assessment of model performance.
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Figure 10: Dataset partitioning.

In our experiments, for every model except SARIMA and HW, we employ an expanding origin
cross-validation strategy with 5 iterations at each stage, both for hyperparameter optimization and
final model evaluation. For every iteration, the test set spans a duration of four weeks, with a one-
week overlap between consecutive iterations. This overlap serves to reduce the total size of the test
sets while introducing cyclical diversity in the forecasting origins [84]. As a result, the models are
evaluated over a total of 16 distinct weeks, corresponding to 112 individual days, thereby providing a
comprehensive assessment of their performance across a substantial portion of the year. SARIMAX is
evaluated using rolling-origin cross-validation with eight iterations, each employing a two-week test set
without overlap between iterations. HW is evaluated using rolling-origin cross-validation with sixteen
iterations, each employing a one-week test set without overlap between iterations. This also results in
16 distinct evaluation weeks for SARIMA and HW. In our setup, the models have a forecast horizon
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of one day, equivalent to 48 time steps. Consequently, within each iteration of the cross-validation
loop, an inner rolling origin evaluation is employed. For each iteration, the model is trained (or fitted)
once and then sequentially updated with new data after each multi-horizon forecast. This is necessary
because most of our models require lagged values of the endogenous feature as input. For models that
cannot be updated without being refitted, which is the case with Prophet, the forecast is done for the
entire test set at once for each iteration. This nested approach, combining rolling or expanding origin
cross-validation with an inner rolling origin loop, is described in [86]. For the ML and DL models, the
entire CV procedure is repeated ten times with different random seeds to capture stochastic variation.

5.4 Metrics

As explained in Section 5.3, the forecast horizon is one day, corresponding to 48 half-hour steps. The
models are evaluated using cross-validation with five or more iterations, employing either an expanding-
window or rolling-origin scheme. Within each iteration, a model is trained once and then updated after
every multi-horizon forecast. Performance is reported using the standard metrics defined in equations
(32), (33), and (34), averaged over all the evaluations. For the machine learning and deep learning
algorithms, results are further averaged over ten cross-validation runs, each with a different random
seed. The use of these widely adopted metrics facilitates comparison with existing and future studies.
Among them, MAPE is the most popular in the literature. It expresses forecast errors as percentages
of the actual values, which makes the results easy to interpret and communicate. Unlike RMSE or
MAE, MAPE is normalized by the actual values at each time step, allowing comparisons not only
across datasets with different aggregation levels (e.g., household, feeder, or system) but also across
datasets of similar load scale collected in different regions or contexts. This property is particularly
useful in electricity demand forecasting, where load magnitudes can differ substantially depending on
geography, climate, or aggregation. Other metrics, such as normalized RMSE (obtained by dividing
RMSE by the average load), symmetric MAPE (sMAPE), or the Mean Absolute Scaled Error (MASE),
can also achieve scale independence, but they are generally less intuitive and less widely used in the
literature.

T
1 [yt — Ut
MAPFE = — — x 100 32
T; ” (32)
1 T
MAE:ft:ZIHJt*ZM (33)

RMSE = (ye — G¢)? (34)
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6 Results analysis

Figure 11 shows a representative day-ahead forecast on the London dataset, generated by the two
best-performing models. Tables 1 and 2 compare all algorithms on the London and SGSC datasets,
respectively, at four aggregation levels (100, 50, 25, and 10 households). The magnitude of MAPE is
similar to the magnitude reported in [12] with a similar but not identical set-up. This is due to the
use of more advanced algorithms and the inclusion of exogenous predictors in this study. Figures 12
and 13 show the evolution of MAPE with respect to aggregation level. As expected, MAPE decreases
as the number of aggregated meters increases. It can be observed that MAPE follows an asymptotic
trend, decreasing rapidly for very small groups of households, then more gradually as the number of
aggregated households increases. It is also notable that the MAPE values for the different methods
evolve similarly, and their relative ranking remains mostly consistent across aggregation levels. MAPE
is higher for the SGSC data set. The least good results on the SGSC dataset are due to a higher day-
to-day variability visible with the Naive baseline. For London, XGBoost achieves the lowest error in
almost all metrics, with N-BEATS a close second. For SGSC, N-BEATS leads, followed by SARIMAX
and then XGBoost.

Table 3 lists the mean training duration per cross-validation iteration (as explained in section
5.3) and the mean inference duration for one day-ahead predictions. All ML and DL models ran on
identical GPU hardware, whereas Holt-Winters and SARIMAX ran on a CPU node!?. XGBoost,
Prophet, and Holt—Winters are the fastest overall. Prediction is quite slow for HW and SARIMAX
because each day-ahead forecast is followed by an update (but not a refit) of the algorithms with
the new measured load. Taken together, the results indicate that N-BEATS and XGBoost offer the
best trade-off between error and speed for low-aggregation residential load forecasting. Remarkably,
the decades-old SARIMAX still rivals several state-of-the-art methods in error metrics, though not
in computation time. By contrast, TFT delivers modest gains despite its higher complexity and long
training time. While deeper HPO could slightly improve its performance, it would still be far less
efficient than XGBoost or N-BEATS in terms of computational time.

19Tn our experiments, Holt-Winters and SARIMAX are implemented using the statsmodels library in Python, which
does not support GPU acceleration. GPUs can provide substantial speed-ups for machine learning methods where
computations can be parallelized. However, the fitting procedures for Holt—Winters and SARIMAX are inherently
sequential, which greatly limits the potential benefit of GPU acceleration. The Python library, RAPIDS cuML [87],
provides GPU-based implementations of these models that mirror those in statsmodels. These implementations can
accelerate training when fitting many models across large collections of time series in parallel. By contrast, when
training a single model on a single time series, GPU implementations are typically no faster than optimized CPU
versions. Since our study focuses exclusively on the training time of a single model applied to a single time series, GPU
implementations of SARIMAX and Holt—Winters are not relevant in this context.
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Table 1: Comparison of forecasting models on the London dataset at different aggregation levels
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Figure 11: Day-ahead forecast for 100 aggregated households (London dataset).

Metric Naive SARIMAX HW XGBoost Prophet N-BEATS TFT
MAPE [%] 11.0+£3.0 9.8+ 26 129+56 80+1.5 9.0+21 8.4+ 21 9.6 +2.1
100H MAE [kW] 5.1+ 1.5 44 +1.2 6.0 £ 2.7 3.7 £ 0.8 41+ 1.1 40+ 1.1 45+ 1.1
RMSE [kW] 6.6 + 1.9 5.5+ 1.5 7.4 + 3.0 4.8 + 0.0 5.2+ 1.3 50+ 14 57+ 1.3
MAPE [%] 146 +£38 128 £34 169+ 7.1 11.0 £ 2.3 120+2.7 11.44+29 120+ 2.7
50H MAE [kW] 3.2 +0.7 2.6 £0.7 3.7+1.6 24+05 26+06 2.5+ 0.7 2.6 £ 0.7
RMSE [kW] 4.2+ 0.9 3.3 4+0.9 4.7+ 1.9 3.1 £ 0.7 3.3 +0.7 3.2+ 0.9 3.4 +0.8
MAPE [%] 196 +44 165+40 21.3+95 151 4+3.3 162+39 16.0+3.7 16.6 + 3.0
25H  MAE [kW] 23 +05 1.9+ 0.5 2.5+ 1.3 1.7 £ 0.5 1.8 +£ 0.4 1.8 £ 0.5 1.9+ 04
RMSE [kW] 2.9+ 0.7 2.3+0.6 3.2+ 1.5 2.2 + 0.6 2.3 +0.5 2.3 £ 0.7 2.5+ 0.5
MAPE [%] 27.3 +14.3 236 +10.8 289+20.1 2224+ 7.1 2394110 23.1+109 256+ 12.6
10H MAE [kW] 1.3+ 0.5 1.1+03 14+07 1.2 +04 1.1+ 04 1.1+03 12+04
RMSE [kW] 1.8+ 0.6 14+04 18+09 1.6 + 0.5 1.5 £ 0.5 14+04 16+04

27



Table 2: Comparison of forecasting models on the SGSC dataset at different aggregation levels

Metric Naive SARIMAX HW XGBoost Prophet N-BEATS TFT
MAPE [%] 127 £ 43 11.0 + 34 134+63 108+32 124+4+39 10.5+ 3.8 11.0+ 29
100H MAE [kW] 74+ 28 6.4 + 2.3 79+ 4.0 6.2 + 24 71+ 24 6.0+ 24 63+21
RMSE [kW] 9.6 + 3.8 8.1 4+ 3.1 10.1 £ 4.8 8.0+ 3.4 9.0 + 3.1 7.7 £ 3.1 8.2+ 2.9
MAPE [%] 16.7+3.1 13.8 £ 2.8 170+71 151 +31 16.0+ 43 13.8 + 2.7 156 + 2.6
50H MAE [kW] 4.2 +0.9 344038 4.3+ 1.8 3.6 +0.8 3.8+ 0.9 3.3 +07 37+07
RMSE [kW] 54+ 1.2 44+ 1.1 5.5+ 1.2 4.6 £ 1.0 48 £ 1.1 4.3 + 1.0 4.7+ 1.0

MAPE [%] 26.5£56 22.3 4+ 5.3 2719 +£179 244 +72 256 £7.7 22557 242 £4.7
25H  MAE [kW] 2.8 £0.6 2.3 + 0.6 3.0+ 2.0 24 +£06 25+£0.6 2.3 + 0.5 24+£0.5
RMSE [kW] 3.7+ 0.8 3.0£0.7 3.9+£25 3.1£08 3.2+0.7 2.9 + 0.6 3.1£06

MAPE [%] 44.2 £ 104 37.7 +£11.0 41.7+£19.3 42.0 £14.1 527+ 21.7 403 £ 133 39.6 £ 124
10H MAE [kW] 20+£04 1.6 + 0.4 1.9 £0.7 1.7+ 0.3 1.9 £ 0.5 1.6 = 0.4 1.6 £ 0.4
RMSE [kW] 2.6 +0.5 21+£05 24+£038 21+04 24£0.5 2.0 + 0.4 21+£0.5

Table 3: Mean training and prediction time of each model

SARIMAX HW  XGBoost Prophet N-BEATS TFT

London dataset 1 CV Iteration Training Time [s] 1408 0.12 1.14 13.2 44.8 696
ondon Qataset 4 pay Forecast Time [ms] 150 267 0.31 11.5 8.69 62.8
1 CV Tteration Training Time [s] 686 0.14 0.66 2.96 31.3 558

SGSCdataset b Forecast Time [ms] 103 308 0.24 11.0 6.85 60.8
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Sarima Forecast —e— N_BEATS Forecast
—e— HW Forecast TFT Forecast
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Figure 12: MAPE of forecasting models at different aggregation levels on the LONDON dataset.
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Figure 13: MAPE of forecasting models at different aggregation levels on the SGSC dataset.

29



7 Conclusions and perspectives

This report underscores the importance of residential load forecasting in the energy transition, review-
ing its main concepts and methodologies. It focuses on day-ahead forecasting at low aggregation levels,
which is increasingly vital for enhancing grid efficiency, mitigating local network issues, and supporting
demand-side management at the distribution level.

Despite its practical significance, this specific forecasting problem remains underexplored in the
literature. This study contributes to filling that gap by rigorously evaluating a diverse set of state-
of-the-art forecasting models, including traditional statistical models, machine learning models, deep
learning models, and others, on two open-access residential datasets. The results demonstrate that
XGBoost and N-BEATS consistently achieve the best performance in terms of MAPE, RMSE, and
MAE, while maintaining computational efficiency. These findings position them as the most promising
approaches for day-ahead residential load forecasting at low aggregation levels, ranging from 10 to 100
households.

Our results also highlight how forecasting accuracy evolves with the level of aggregation: as ex-
pected, error metrics decrease rapidly with the increasing number of households. While this trend is
well established in theory, empirical evidence at this level of residential aggregation remains relatively
scarce. These findings therefore provide valuable insights for the design of optimal load scheduling
strategies for small groups of aggregated households.

Building on the results of this study, a natural next step is the development and implementation
of an optimal residential load scheduling algorithm that uses as input the forecasts generated by the
best-performing models identified here.

Finally, this study focused exclusively on point forecasting. Future research should extend the
analysis to probabilistic forecasting, which would enable optimization of residential load under un-
certainty. A comparison between probabilistic load scheduling under uncertainty and deterministic
scheduling based on point forecasts would then be valuable to assess whether the added complexity
and computational burden of probabilistic approaches are justified by their potential benefits in this
context.
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Appendices

A Hyperparameters range

This appendix presents the ranges of the hyperparameters tuned during the optimization process, as

well as important fixed hyperparameters.

A.1 Holt-Winters

Hyperparameter Search range or value
Trend {additive, multiplicative, none}
Damped trend {True, False}
Seasonality {additive, multiplicative, none}

Boxcox transform

{True, False,log}

Seasonal periods {48}
Training periods (weeks) {1,2,3,4}
Test periods (weeks) {1}

A.2 SARIMAX

A.3 Prophet

Hyperparameter Search range or value
p {1,2,3}
q {1,2,3}
P {1,2,3}
Q {1,2,3)
d {1}
D {0}
S {48}
Training periods (weeks) {4}
Test periods (weeks) {2}

Hyperparameter Search range or value
Changepoint prior scale [0.001,0.5]
Changepoint range [0.8,0.95]
Seasonality prior scale [0.01,10]
Holidays prior scale [0.01,10]
Lagl prior scale [0.01, 10]
Lag7 prior scale [0.01,10]
Temperature prior scale [0.01, 10]

Seasonality mode

{additive, multiplicative}

Lagl mode

{additive, multiplicative}

Lag7 mode

{additive, multiplicative}

Temperature mode

{additive, multiplicative}

Number of BO trials

{400}
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A.4 XGBoost

A.5 N-BEATS

Hyperparameter Search range or value
Number of boosting round [100, 5000]
Learning rate [0.8,0.95]
Maximum depth [3,12]
Subsample [0.01, 10]
colsample bytree [0.5,1]
Gamma [0, 5]
Lambda [le~*,100]
Booster {gbtree}
Tree method {hist}
Objective {reg : squarederror}
Number of BO trials {400}

Hyperparameter Search range or value
Number of stacks {1,2,3,4}
Number of blocks per stack {2,3,4}
Number of hidden layers per block {2,3,4,5}

Number of neurons per layer

{64, 128,256, 512}

Share weights in stack

{True, False}

Batch size

132,64, 128}

Loss

{rmse}

Reduce learning rate on plateau factor

10.5]

Reduce learning rate on plateau patience

{5}

Maximums epochs

{50}

Early stopping patience

{10}

A.6 TFT

Number of BO trials {125}
Hyperparameter Search range or value

Hidden size 8, 64]
Attention head size {2,3,4}
Gradient clipping [0.01,0.6]
Dropout [0.1,0.22]

Learning rate [1e=3,0.06]

Loss {rmse}

Reduce learning rate on plateau patience

{4}

Maximums epochs

{30}

Early stopping patience

{5}

Number of BO trials

{32}
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